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**** FIRST CHANGE ****
6.1.3.4.2.1
Model A security flows
This subclause contains the message flows for the protection of a model A restricted discovery. The flows show how a particular discovery is protected. The exact details of the actual protection to be applied to a discovery message are given in subclause 6.1.3.4.3. The message flows apply when both the UEs are roaming or when one or both are in their HPLMN. If either of the UEs is not roaming some steps in the flows are omitted as detailed in the flows. 

The flows are broken down into 4 boxed stages to better relate to the procedures given in TS 23.303 [2]. The first, second and fourth stage correspond to subclause 5.3.3.4A, 5.3.3.5A and 5.3.4.2A of TS 23.303 [2] respectively. The interaction between the ProSe Function(s) and HSS is omitted for simplicity.
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Figure 6.1.3.4.2.1-1: Flows for securing model A restricted discovery
Steps 1-4 refer to an Announcing UE.

1. Announcing UE sends a Discovery Request message containing the RPAUID to the ProSe Function in its HPLMN in order to get the ProSe Code to announce and to get the associated security material. The command indicates that this is for announce (Model A) operation, i.e. for an Announcing UE.

2. The ProSe Function may check for the announce authorization with the ProSe Application Server depending on ProSe Function configuration. 

3. The ProSe Functions in the HPLMN and VPLMN of the Announcing UE exchange Announce Auth. messages. If the Announcing UE is not roaming, these steps do not take place.

4. The ProSe Function in the HPLMN of the Announcing UE returns the ProSe Code and the corresponding Code-Sending Security Parameters, along with the CURRENT_TIME and MAX_OFFSET parameters. The Code-Sending Security Parameters provide the necessary information for the Announcing UE to protect the transmission of the ProSe Code (see subclause 6.1.3.4.3.2) and are stored with the ProSe Code. The Announcing UE takes the same actions with CURRENT_TIME and MAX_OFFSET as described for the Announcing UE in step 4 of subclause 6.1.3.3.1 of the current specification.

Steps 5-10 refer to a Monitoring UE

5. The Monitoring UE sends a Discovery Request message containing the RPAUID to the ProSe Function in its HPLMN in order to be allowed to monitor for one or more Restricted ProSe Application IDs.

6. The ProSe Function in the HPLMN of the Monitoring UE sends an authorization request to the ProSe Application Server. If, based on the permission settings, the RPAUID is allowed to discover at least one of the Target RPAUIDs contained in the Application Level Container, the ProSe Application Server returns an authorization response.

7. If the Discovery Request is authorized, and the PLMN ID in the Target RPAUID indicates a different PLMN, the ProSe Function in the HPLMN of the Monitoring UE contacts the indicated PLMN’s ProSe Function i.e. the ProSe Function in the HPLMN of the Announcing UE, by sending a Monitor Request message.

8. The ProSe Function in the HPLMN of the Monitoring UE may exchange authorization messages with the ProSe Application Server. 

9. The ProSe Function in the HPLMN of the Announcing UE responds to the ProSe Function in the HPLMN of the Monitoring UE with a Monitor Response message including the ProSe Code, the corresponding Code-Receiving Security Parameters (see subclause 6.1.3.4.3.3) and an optional Discovery User Integrity Key (DUIK). The Code-Receiving Security Parameters provide the information needed by the Monitoring UE to undo the protection applied by the announcing UE. The DUIK shall be included as a separate parameter if the Code-Receiving Security Parameters indicate that the Monitoring UE shall use Match Reports for MIC checking. The ProSe Function in the HPLMN of the Monitoring UE stores the ProSe Code and the Discovery User Integrity Key (if it received one outside of the Code-Receiving Security Parameters). 

NOTE 1:
There are two configurations possible for integrity checking, namely, MIC checked by the ProSe Function, and MIC checked at the UE side. Which of the configuration is used is decided by the ProSe Function that assigned the ProSe Code being monitored, and signalled to the Monitoring UE in the Code-Receiving Security Parameters.

10. The ProSe Function in the HPLMN of the Monitoring UE returns the Discovery Filter and the Code-Receiving Security Parameters, along with the CURRENT_TIME and MAX_OFFSET parameters. The Monitoring UE takes the same actions with CURRENT_TIME and MAX_OFFSET as described for the Monitoring UE in step 9 of subclause 6.1.3.3.1 of the current specification. The UE stores the Discovery Filter and Code-Receiving Security Parameters.

Steps 11 and 12 occur over PC5.

11. The UE starts announcing, if the UTC-based counter provided by the system associated with the discovery slot is within the MAX_OFFSET of the announcing UE's ProSe clock and if the Validity Timer has not expired. The UE forms the discovery message and protects it as described in 6.1.3.4.3.2. The four least significant bits of UTC-based counter are transmitted along with the protected discovery message.

12. The Monitoring UE listens for a discovery message that satisfies its Discovery Filter, if the UTC-based counter associated with that discovery slot is within the MAX_OFFSET of the monitoring UE's ProSe clock. In order to find such a matching message, it processes the message as described in 6.1.3.4.3.3.  If the Monitoring UE was not asked to send Match Reports for MIC checking, it stops at this step from a security perspective. Otherwise it proceeds to step 13.  

NOTE 2:
The UE checking the integrity of the discovery message on its own does not prevent the UE from sending a Match Report due to requirements in TS 23.303 [2]. If such a Match Report is sent, then there is no security functionality involved.

Steps 13-16 refer to a Monitoring UE that has encountered a match.

13. If the UE has either not had the ProSe Function check the MIC for the discovered ProSe Code previously or the ProSe Function has checked a MIC for the ProSe Code and the associated Match Report refresh timer (see step 15 for details of this timer) has expired, then the Monitoring UE sends a Match Report message to the ProSe Function in the HPLMN of the monitoring UE. The Match Report contains the UTC-based counter value with four least significant bits equal to four least significant bits received along with discovery message and nearest to the monitoring UE’s UTC-based counter associated with the discovery slot where it heard the announcement, and other discovery message parameters including the ProSe Code and MIC. The ProSe Function checks the MIC.

14. The ProSe Function in the HPLMN of the Monitoring UE may exchange an Auth Req/Auth Resp with the ProSe App Server to ensure that Monitoring UE is authorised to discover the Announcing UE. 

15. The ProSe Function in the HPLMN of the monitoring UE returns to the Monitoring UE an acknowledgement that the integrity check passed. It also provides the CURRENT_TIME parameter, by which the UE (re)sets its ProSe clock. The ProSe Function in the HPLMN of the Monitoring UE shall include the Match Report refresh timer in the message to the Monitoring UE. The Match Report refresh timer indicates how long the UE will wait before sending a new Match Report for the ProSe Code.

16. The Prose Function in the HPLMN of the Monitoring UE may send a Match Report Info message to the ProSe Function in the HPLMN of the Announcing UE.
**** NEXT CHANGE ****
6.1.3.4.2.2
Model B security flows

This subclause contains the message flows for the protection of a model B restricted discovery. The flows show how a particular discovery is protected. The exact details of the actual protection to be applied to a discovery message are given in subclause 6.1.3.4.3. The message flows apply when both the UEs are roaming or when one or both are in their HPLMN. If either of the UEs is not roaming some steps in the flows are omitted as detailed in the flows. 

The flows are broken down into 4 boxed stages to better to relate to the procedures given in TS 23.303 [2]. The first, second and fourth stage correspond to subclause 5.3.3A.3, 5.3.3A.5 and 5.3.4A.2 of TS 23.303 [2] respectively. The interaction between the ProSe Function(s) and HSS is omitted for simplicity.
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Figure 6.1.3.4.2.2-1: Flows for securing model B restricted discovery

Steps 1-4 refer to a Discoveree UE.

1. Discoveree UE sends a Discovery Request message containing the RPAUID to the ProSe Function in its HPLMN in order to get the ProSe Code to announce and associated security material. The command indicates that this is for ProSe Response (Model B) operation, i.e. for a Discoveree UE.

2. The ProSe Function may check for the announce authorization with the ProSe Application Server depending on ProSe Function configuration. 

3. The ProSe Functions in the HPLMN and VPLMN of the Discoveree UE exchange Announce Auth. messages. If the Discoveree UE is not roaming, these steps do not take place.

4. The ProSe Function in the HPLMN of the Discoveree UE returns the ProSe Response Code and the Code-Sending Security Parameters, Discovery Query Filter(s) and their Code-Receiving Security Parameters corresponding to each discovery filter along with the CURRENT_TIME and MAX_OFFSET parameters. The Code-Sending Security Parameters provide the necessary information for the Discoveree UE to protect the transmission of the ProSe Response Code (see subclause 6.1.3.4.3.2) and are stored with the ProSe Response Code. The Code-Receiving Security Parameters provide the information needed by the Discoveree UE to undo the protection applied to the ProSe Query Code by the Discoveree UE (see subclause 6.1.3.4.3.3). The UE stores each Discovery Filter with its associated Code-Receiving Security Parameters. The Discoveree UE takes the same actions with CURRENT_TIME and MAX_OFFSET as described for the Announcing UE in step 4 of subclause 6.1.3.3.1 of the current specification.

Steps 5-10 refer to a Discoverer UE

5. The Discoverer UE sends a Discovery Request message containing the RPAUID to the ProSe Function in its HPLMN in order to be allowed to discover one or more Restricted ProSe Application IDs.

6. The ProSe Function in the HPLMN of the Discoverer UE sends an authorization request to the ProSe Application Server. If, based on the permission settings, the RPAUID is allowed to discover at least one of the Target RPAUIDs contained in the Application Level Container, the ProSe Application Server returns an authorization response.

7. If the Discovery Request is authorized, and the PLMN ID in the Target RPAUID indicates a different PLMN, the ProSe Function in the HPLMN of the Discoverer UE contacts the indicated PLMN’s ProSe Function i.e. the ProSe Function in the HPLMN of the Discoveree UE, by sending a Discovery Request message.

8. The ProSe Function in the HPLMN of the Discoveree UE may exchange authorization messages with the ProSe Application Server. 

9. The ProSe Function in the HPLMN of the Discoveree UE responds to the ProSe Function in the HPLMN of the Discoverer UE with a Discovery Response message including the ProSe Query Code(s) and their associated Code-Sending Security Parameters, ProSe Response Code and its associated Code-Receiving Security Parameters (see subclause 6.1.3.4.3.3), and an optional Discovery User Integrity Key (DUIK) for the ProSe Response Code. The Code-Receiving Security Parameters provide the information needed by the Discoverer UE to undo the protection applied by the Discoveree UE. The DUIK shall be included as a separate parameter if the Code-Receiving Security Parameters indicate that the Discoverer UE shall use Match Reports for MIC checking. The ProSe Function in the HPLMN of the Discoverer UE stores the ProSe Response Code and the Discovery User Integrity Key (if it received one outside of the Code-Receiving Security Parameters). The Code-Sending Security Parameters provide the information needed by the Discoveree UE to protect the ProSe Query Code (see subclause 6.1.3.4.3.2) 

NOTE 1: There are two configurations possible for integrity checking, namely, MIC checked by the ProSe Function, and MIC checked at the UE side; this is decided by the ProSe Function that assigned the ProSe Code being monitored, and signalled to the Monitoring UE in the Code-Receiving Security Parameters.

10. The ProSe Functions in the HPLMN and VPLMN of the Discoverer UE exchange Announce Auth. messages. If the Discoverer UE is not roaming, these steps do not take place.

11. The ProSe Function in the HPLMN of the Discoverer UE returns the Discovery Response Filter and the Code-Receiving Security Parameters, the ProSe Query Code and the Code-Sending Security Parameters along with the CURRENT_TIME and MAX_OFFSET parameters. The Discoverer UE takes the same actions with CURRENT_TIME and MAX_OFFSET as described for the Monitoring UE in step 9 of subclause 6.1.3.3.1 of the current specification. The UE stores the Discovery Response Filter and its Code-Receiving Security Parameters and the ProSe Query Code and its Code-Sending Security Parameters.

Steps 12 to 14 occur over PC5.

12. The Discoverer UE sends the ProSe Query Code and also listens for a response message, if the UTC-based counter provided by the system associated with the discovery slot is within the MAX_OFFSET of the announcing UE's ProSe clock and if the Validity Timer has not expired. The Discoverer UE forms the discovery message and protects it as described in 6.1.3.4.3.2. The four least significant bits of UTC-based counter are transmitted along with the protected discovery message.

13. The Discoveree UE listens for a discovery message that satisfies its Discovery Filter, if the UTC-based counter associated with that discovery slot is within the MAX_OFFSET of the Discoverer UE's ProSe clock. In order to find such a matching message, it processes the message as described in 6.1.3.4.3.3.  The Discoveree sends the ProSe Response Code associated with the discovered ProSe Query Code. The Discoveree UE forms the discovery message and protects it as described in 6.1.3.4.3.2. The four least significant bits of UTC-based counter are transmitted along with the protected discovery message.

14. The Discoverer UE listens for a discovery message that satisfies its Discovery Filter. In order to find such a matching message, it processes the message as described in 6.1.3.4.3.3.  If the Discoverer UE was not asked to send Match Reports for MIC checking, it stops at this step from a security perspective. Otherwise it proceeds to step 15.  

NOTE 2: The UE checking the integrity of the discovery message  on its owndoes not prevent the UE from sending a Match Report due to requirements in TS 23.303 [2]. If such a Match Report is sent, then there is no security functionality involved.

Steps 15-18 refer to a Discoverer UE that has encountered a match.

15. If the Discoverer UE has either not had the ProSe Function check the MIC for the discovered ProSe Response Code previously or the ProSe Function has checked a MIC for the ProSe Response Code and the associated Match Report refresh timer (see step 17 for details of this timer) has expired, then the Discoverer UE sends a Match Report message to the ProSe Function in the HPLMN of the Discoverer UE. The Match Report contains the UTC-based counter value with four least significant bits equal to four least significant bits received along with discovery message and nearest to the monitoring UE’s UTC-based counter associated with the discovery slot where it heard the announcement, and other discovery message parameters including the ProSe Response Code and MIC. The ProSe Function checks the MIC.

16. The ProSe Function in the HPLMN of the Discoverer UE may exchange an Auth Req/Auth Resp with the ProSe App Server to ensure that Discoverer UE is authorised to discover the Discoveree UE. 

17. The ProSe Function in the HPLMN of the Discoverer UE returns to the Discoverer UE an acknowledgement that the integrity check passed. It also provides the CURRENT_TIME parameter, by which the UE (re)sets its ProSe clock. The ProSe Function in the HPLMN of the Discoverer UE shall include the Match Report refresh timer in the message to the Discoverer UE. The Match Report refresh timer indicates how long the UE will wait before sending a new Match Report for the ProSe Response Code.

18. The Prose Function in the HPLMN of the Discoverer UE may send a Match Report Info message to the ProSe Function in the HPLMN of the Discoveree UE.
**** NEXT CHANGE ****
6.1.3.4.3.3
Protected message processing in the receiving UE

The Code-Receiving Security Parameters received from the ProSe Function (as described in the security flows) are used to indicate to a UE how a received discovery message is protected. The Code-Receiving Security Parameters may contain a DUSK, may contain either a DUIK or an indication whether to use Match Reports for MIC checking. The Match Reports option is not allowed for ProSe Query Codes. The Code-Receiving Security Parameters may also contain both a DUCK and a corresponding Encrypted_bits_mask. 

The UE receiving a Discovery Message does the following steps:

1.
Undo scrambling (as in step 5 of sending UE) if a DUSK was received
2.
Check for match on the bits of the message that are not encrypted using message specific confidentiality. If no match, then abort.

NOTE 1: Some bits that the discovery filter indicates to be matched, may be encrypted by message-specific confidentiality at this stage. The UE can look for a match on the other bits after this step to minimise the amount of processing performed before finding a match. 

3.
Undo message-specific confidentiality if a DUCK was received (as in step 3 of sending UE)

4.
Check for full match if only a match on non-encrypted bits was found in 3. If no match then abort

5.
If a MIC check is required, check MIC directly (if a DUIK was given in the Discovery Filter Security Parameters) or via Match Report if indicated in the Discovery Filter Security Parameters.

NOTE 2: Requiring a checking of the MIC (at either the UE or via Match Reports) may only be omitted when the scrambling protection provides integrity protection of the bits of the message that are of interest to the receiving UE. Such integrity protection is only provided when (1) a given DUSK protects exactly one ProSe Code that the receiver matches, or (2) when message-specific confidentiality is applied to a ProSe Code but the receiving UE is not provided with the DUSK to remove the message-specific confidentiality and all the non-encrypted bits take a fixed value that the receiver matches. In the first case, if an attacker changes any bit of the message, the match will fail. In the second case, if an attacker changes a non-encrypted bit the match will fail and changing an encrypted does nothing as the receiving UE ignores these bits anyway. In latter case, the receiving UE could not successfully check the MIC.
**** NEXT CHANGE ****

6.2.3.2
Identities

The ProSe Key Management Function sends to the UE a PMK along with a 64 bit PMK identity. The UE uses both the PMK identity and the FQDN of the ProSe Key Management Function to identify the PMKs locally (e.g., PMK_id@FQDN). The ProSe Key Management Function shall only allocate currently (and locally) unused PMK identities. 

The PGKs are specific to a particular group and hence have a Group Identity associated with that group. This Group Identity is referred to as "ProSe Layer-2 Group ID" in TS 23.303 [2] and is 24 bits long. In addition, each PGK associated with a group has 8-bit PGK Identity to identify it. This allows several PGKs for a group to be held simultaneously as each can be uniquely identified. When allocating PGK ID, the ProSe Key Management Function shall ensure that all allocated PGKs that have not expired shall be uniquely identifiable by the 5 least significant bits of the PGK ID. This means that the combination of Group Identity and PGK Identity uniquely identifies a PGK. The Group Identity is the destination Layer 2 identity of the group. An all zero PGK Identity is used to signal special cases between the UE and ProSe Key Management Function, and hence is never used to identify a PGK.
Each member of a group has a unique 24-bit Group Members Identity, identifying a UE within a group and referred to as "ProSe UE ID" in TS 23.303 [2]. This is used a part of the PTK derivation to ensure each user generates unique PTKs for protecting the data that they send. The Group Members Identity is the source Layer 2 identity when the UE sends data.

The PTK identity shall be a 16-bit counter set to a unique value in the sending UE that has not been previously used together with the same PGK and PGK identity in the UE. Every time a new PTK needs to be derived, the PTK Identity counter is incremented.
A PTK is uniquely identified by the combination of Group Identity, PGK Identity, Group Member Identity of the sending UE and a 16-bit PTK identity. The PTK Identity is used as part of the derivation of PTK to ensure that all PTKs are unique. Under a particular PGK, the PTK identities are used in order starting with 1.

A Logical Channel ID (LCID) associated with the PDCP/RLC entity is used as an input for ciphering in order to avoid key stream repetition (i.e., to avoid counter being re-used with the same PEK by one or more PDCP entities corresponding to a group).   
A 16 bit counter is maintained per PDCP entity. Counter and LCID ensures key stream freshness across the transmission by multiple PDCP entities of the same group. The counter is same as the PDCP SN in regular LTE. 

For each group that the UE is a member of, the ME shall store a value of PTK ID and counter in either the USIM or non-volatile memory on the ME to prevent the re-use of the same values with a LCID under a PGK in case the UE unexpectedly powers down. These stored values shall be associated with the PGK that is being used to send the data.

After power on but before sending any one-to-many data for a group, the ME shall handle the PTK ID and counter from the USIM or non-volatile memory of the ME as follows. The ME shall copy the values PTK ID and counter into volatile memory. 

NOTE 1: The values stored in volatile memory represent the smallest values of PTK ID and Counter that the UE knows have not been used with currently unused LCIDs. 

For USIM storage of PTK ID and counter, the ME shall also increase the PTK ID in the USIM by 3 if it is less than 2^16-4 or to 2^16 – 1 otherwise, and set the value of counter to 2^16-1 (its maximum value). If storage in non-volatile memory of the ME is used, the ME shall keep the value of PTK ID in the non-volatile memory of the ME the same, and set the counter to 2^16-1. 

NOTE 2: The PTK ID on the USIM is set higher than if it was held in non-volatile memory of the ME to reduce the number of writes to the USIM. It is not set to the maximal value in both cases as this would invalidate a PGK for a possibly out of coverage UE.  

When a new PDCP entity is created for sending traffic, the UE shall select a currently unused LCID. If a previously unused PGK is to be used to provide the keys for protecting this PDCP entity, then the UE acts as below. Otherwise the ME selects a PTK Identity and counter values to use with the new PDCP entity, such that no larger PTK ID has been used for this PGK and LCID and no larger counter values have been used with this PGK, PTK ID and LCID. 

NOTE 3: It is enough for the ME to use the values stored in the volatile memory of the ME to ensure keystream freshness, but more sophisticated methods may allow more efficient use of PTK ID and counters.

If a previously unused PGK is to be used with the PDCP entity, then for a PGK already stored on the USIM, the ME sets the PTK identity and counter on the USIM to 3 and 2^16-1 respectively and associates them with this PGK. For a new PGK stored in non-volatile memory in the ME, the ME shall set the PTK identity and counter in the non-volatile memory of the ME to one and 2^16-1 respectively and associates them with this PGK. The ME shall set both the PTK ID and counter in volatile memory to one. The ME shall use the new PGK, a PTK ID of one and a counter of one to protect the traffic on the PDCP entity.  

To encrypt the data for a PDCP entity, the ME shall calculate PTK (as described in Annex A.3) and then PEK from PTK (as described in Annex A.4). The ME then uses the PEK, LCID, PTK ID and counter to encrypt the next data packet as described in subclause 6.2.3.6.1. Immediately after encrypting the data packet, the ME shall increase the counter associated with the PDCP entity by one. If this causes the counter to wrap, then the ME shall behave as follows:

-
If PTK ID < 2^16-1, then the ME shall increase the PTK ID associated with the PDCP entity by one and set the counter associated with this PDCP entity to one.  Furthermore for USIM storage of PTK ID, the ME shall increase the PTK ID stored on the USIM by 3 if it is less than 2^16-4 or to 2^16-1 otherwise if the stored PTK ID  in USIM would be less than the one about to be used in ME. If non-volatile memory on the ME is used to store the PTK ID, the ME shall increase the PTK ID in non-volatile memory by one.

-
If PTK ID = 2^16-1 (i.e. PTK ID would wrap) and if the next PGK is previously unused (i.e. does not have the PTK ID and Counter in either the USIM or non-volatile memory of the ME associated with it), the ME shall act as though it just created a new PDCP entity with a previously unused PGK.

-
Otherwise (i.e. PTK ID = 2^16-1 and the next PGK has already been used in some other PDCP entity), the ME shall use the next PGK to generate keys for this PDCP entity and set the PTK ID and counter associated with this PDCP entity to one.

In all case of counter wrap, new PTK shall be derived from the PGK taking the new PTK Identity into use. A new PEK shall be derived from the new PTK as well. The old PTK associated with this PDCP entity shall be deleted together with the corresponding old PEK derived from the old PTK key.
When closing a PDCP entity, if the PGK being used by that PDCP context is the most recently used one, the ME shall update the PTK ID and counter values stored in the volatile memory of the ME as follows:

-
If the PTK ID in the PDCP entity is greater than the stored one, the ME shall update the PTK ID and counter stored in volatile memory of the ME to be the values from the PDCP entity; 

-
If the PTK ID in the PDCP entity is equal to the stored one and the counter values in the PDCP entity is greater than the stored one, the ME shall update the counter in the volatile memory of the ME to the value from the PDCP entity;
-
Otherwise, no changes are made to the values stored in the volatile memory of the ME.

At power down, the UE first closes all its PDCP entities. Then for USIM storage of the PTK ID, the ME shall set the PTK ID and counter values in the USIM equal to those held in the volatile memory of the ME (i.e. the values that would be used to protect the next packet). Otherwise the ME shall set the PTK ID and counter values in the non-volatile memory equal to those held in the volatile memory of the ME. 
If the receiving UE receives a PDCP packet on a PDCP entity with a new PTK Identity that has not been previously used with the same PGK and PGK identity in the receiving UE, then the receiving UE shall delete any old PTK for this PDCP entity and also delete the corresponding old PEK derived from the old PTK.

**** NEXT CHANGE ****
6.2.3.3
Security flows
6.2.3.3.1
Overview
The protection of one-to-many communication proceeds as shown in the figure below. 
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Figure 6.2.3.3-1: One-to-many security flows

0a or 0b: If needed the UE could be configured with any private keys, associated certificates or root certificate that they may need for contacting the ProSe Key Management Function to allow the keys to be kept secret from the operator. If none are provided, then the USIM credentials are used to protect that interface. The UE may also be pre-configured with the address of the ProSe Key Management Function. 
NOTE 1: The ProSe Key Management Function is shown as a separate logical entity to allow the network operator to provision the radio level parameters and a 3rd party, e.g. public safety service, to have control over provisioning the keys. If such a separation is not needed then the ProSe Key Management Function may be deployed as part of the ProSe Function
0c and 0d: The ProSe Function and ProSe Key Management Function need to be configured with which subscriptions (either mobile subscriptions or identities in certificates) are member of which groups. The ProSe Key Management Function needs to pre-select an encryption algorithm for each group based on a local policy.
1a or 1b: The UE fetches the one-to-many communication parameters from the ProSe Function. As part of this procedure the UE gets its Group Identity (see TS 23.303 [2]) and is informed whether bearer layer security is needed for this group. In addition the UE may be provided with the address of the ProSe Key Management Function that it uses for obtaining keys for this group.

2a.i or 2b.i: The UE sends the Key Request message to the ProSe Key Management Function including the Group Identity of the group for which it wants to fetch keys and UE EPS security capabilities (including the set of EPS encryption algorithms the UE supports). 

2a.ii or 2b.ii: The ProSe Key Management Function checks whether the group encryption algorithm is supported by the UE according to the UE EPS security capabilities, i.e. whether the group encryption algorithm is included in the set of EPS encryption algorithms the UE supports.

2a.iii or 2b.iii: The ProSe Key Management Function responds with the Key Response message. If the check of step 2a.ii or 2b.ii is successful for a particular group, this message contains the Group Member Identity and the EPS encryption algorithm identifier that the UE should use when sending or receiving protected data for this group. Otherwise, this message contains an indicator of algorithm support failure as the UE does not support the required algorithm. This message may also contain a PMK and associated PMK ID if the ProSe Key Management Function decides to use a new PMK.
2a.iv or 2b.iv: The ProSe Key Management Function sends the relevant PGKs, PGK IDs and expiry time to the UE using MIKEY.
3a or 3b: The UE calculates the PTK and PEK to protect the traffic it sends to the group. It does this by selecting the PGK as described in subclause 6.2.3.1 and uses the next unused combination of PTK Identity and Counter. It then protects the data using the algorithm given in step 2x.ii.

4a or 4b: A receiving UE gets the LC ID, Group Identity and Group Member Identity from the layer 2 header. It then uses the received bits of the PGK Identity to identify which PGK was used by the sender. The UE first checks that the PGK is valid (see subclause 6.2.3.1) and if so calculates the PTK and PEK to process the received message. 
**** NEXT CHANGE ****
6.2.3.3.2.2
Key Request and Key Response messages
The purpose of these messages is for the UE to inform the ProSe Key Management Function of the groups that the UE wishes to receive keys for and the groups for which the UE no longer wishes to receive keys. The UE knows which ProSe Key Management Function to contact for each group as it is either pre-provisioned or provided by the ProSe Function. This is the FQDN of the ProSe Key Management Function. 

The UE shall not release the PDN connection used to receive MIKEY messages containing PGKs until the UE has informed the ProSe Key Management Function that it no longer requires PGKs. This is to ensure that the ProSe Key Management Function is aware of the correct UE IP address for the purpose of performing PGK deliveries as specified in clause 6.2.3.3.2.3. 

If the UE detects that a PDN connection, which is used for receiving PGKs is released by the network, the UE should try to send a new Key Request to inform the ProSe Key Management Function of its new IP address. This is to ensure that the ProSe Key Management Function becomes aware of the new UE IP address for the purpose of performing PGK deliveries. Any new IP address should override any existing ones of the UE at the ProSe Key Management Function.
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Figure 6.2.3.3.2.2-1: Key Request/Key Response transaction
The protection for the Key Request and Key Response message is described in subclause 6.2.3.5.

When sending a Key Request message to request the ProSe Key Management Function to send PGKs or to change the groups for which it wants to receive keys, the UE shall include the following information;

-
The indication of security algorithms that the UE supports for one-to-many communications;

-
List of Group Identities for which the UE would like to receive keys; 

-
For each Group Identity, the PGK IDs of any keys for that group. If the UE holds no keys for this group, then it sends an all zero PGK ID;

-
List of Group Identities for which the UE would like to stop receiving keys.

The ProSe Key Management Function shall check that the UE is authorised to receive keys for the requested groups. This is done by using the UE identity that is bound to the keys that established the TLS tunnel in which the message is sent. It also checks that the UE supports the confidentiality algorithm required for each group. If the UE doesn’t then the ProSe Key Management Function responds with the appropriate error for that group. The ProSe Key Management Function shall update the stored set of the groups for which the UE will be sent keys.

The ProSe Key Management Function responds to the UE with a Key Response message that includes the following parameters:

-
List of the Group Identities that were included in the Key Request message; 

-
For each group that keys will be supplied for, the group member identity and the security algorithm that should be used to protect the data; and

-
For each of the other groups, a status code to indicate why keys will not be supplied for that group.

-
An optional PMK and PMK Identity.

For the groups that the UE will get keys for, the UE shall store the received information associated with that group identity. If a PMK and PMK identity are included, the UE shall store these and delete any previously stored ones for this ProSe Key Management Function. 

The ProSe Key Management Function shall initiate the PGK delivery procedures for the keys that are needed by the UE.
**** END OF CHANGES ****
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